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CHAPTER 11
MEMORY ELEMENT .

INTRODUCTION

The primary function of the Memory Element is to store programs and data while they are not

being used.

The Memory Element consists of four separate memories. Three of these are magnetic core
memories (S, T and U). The fourth, or V Memory, is divided into two groups: a static
memory called V== (or VT) which can be altered manually only; and a flip-flop memory

FF
called VFF which can be altered by the machine. The V== Memory consists of several

FF
different devices: plugboards, toggle switch registers, a shaft encoder and a real time
clock. The VFF Memory consists of the A, B, C and D registers in the Arithmetic Element
and the E register in the Exchange Element. The general structure of these memories was

discussed in Chapter L.

There are several units in the Memory Element, each designed to control some aspect of the
over-all memory cycle. The more important of these units are shown in Fig. 11-1. Since
there is more than one memory in the Memory Element, it is necessary to have a unit that
determines which memory is selected and when. Both of these questions are answered by the
Memory Address Selector. There is also the problem of determining which register in the
selected memory is selected. This is determined by the address decoder associated with

each memory. The S, T and U memories each have read-write units that contfol the READ and
WRITE processes in these memories. A Memory Strobe Selector is used to read out the content
of the selected register and similarly a Memory Inhibit Selector is used to write information
into the selected register. Finally, there are two parity check circuits: one on the N

Memory buffer register and the other on the M Memory buffer register.

MEMORY ADDRESS SELECTOR

The function of the Memory Address Selector is to select the proper memory during an
instruction, deferred address, or operand memory cycle. The Memory Address Selector is
made up of the Memory Address Digit Selector and the Memory Address Control. The leftmost
bits in the P and Q registers are used by the Memory Address Control; while the remaining

bits in the P and Q registers are used by the Memory Address Digit Selector.

The Memory Address Digit Selector is made up of 16 similar stages. The i.jth stage is
associated with the 1.jth bits in the P and Q registers. A typical stage is shown in

Fig. 11-2. The output levels (MAS) of each stage of the selector are routed to the address
decoders of the memories. There are usually four outputs from each stage, one for each of
the four memories, S, T, U and V. The exception is that not all 16 bits in the P and Q
registers are used by each memory. The S Memory uses 16 bits; the T and U memories each

use 12 bits; and the V Memory uses only 7 bits.
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TOGGLE SWITCH STORAGE. The toggle switch storage contains 24 registers of 37 bits

each. The register selection logic is shown on Fig. 11-29. The registers are

divided into three groups of eight registers. VMD;EE selects registers O through
T3 VMDégé selects registers 10 through 17; and VMD%gé selects registers 20 through

27. The specific register within the group is selected by VMDXXO through XX7.

Note that only registers 0-17 currently exist.

SHAFT ENCODER. The Shaft Encoder is a device which converts an analog input into
a digital electrical representation by means of a dual brush-disc device. The
output of each Shaft Encoder represents a 9 bit binary number. Four Shaft Encoders
generate a 36 bit number. A toggle switch is used for the meta-bit.

The output of the Shaft Encoder is selected by the VMﬁozo level as shown on Fig.
11-30.

REAL TIME CLOCK. The Real Time Clock is a 36 bit counter plus a meta-bit. The

output of the Real Time Clock is selected by the VMD%%?

level as shown on Fig. 11-31.
The counter is divided into four quarters. A car}y occurs from one quarter to the

next with an end-around carry from the fourth quarter into the first quarter.

The inputs to the counter are a clear pulse, beta clock pulse, and 100 kilocycle
pulse.

The outputs of the counter are combined in an output mixer with the VMI%;?
from the V Memory decoder to form 36 VMDCK levels. The VMD level is set by

level

CK k.10
a toggle switch.

INPUT MIXER. The output levels of the various VfF-memories are routed through a
central input mixer. The output of the mixer then communicates with the M and N
registers in the central computer in the same manner the Memory Element sense

amplifiers do. There is one input mixer stage for each bit, making a total of 38

such stages. A typical stage and its inputs are shown on Fig. 11-32.

VFF MEMORY. The VFF Memory consists of the A, B, C and D registers in the Arithmetic
Element and the E register in the Exchange Element. Read-out from these memory

registers is non-destructive.

When an instruction or a deferred address word is read-out, the contents of the
selected register are transferred into the N register via the E register as shown
in Fig. 11-33. Similarly, when an operand word is read-out, the contents of the
selected register are transferred into the M register via the E register as shown

in Fig. 11-3k.
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logic covers the situation when this is desired. The set pulse occurs at PK;ha
and PK?6a during a SKX; at PK?sa during a JX type instruction; at prla for all
QKIRlX type instructions; and at QKpla and QK;Oa for AUX and ADX. In the case of
the last two instructions, the pulse initiated at QKloa is required since the

(o
contents of N are not set up until after QKpla. XAC is also set at CSK.Ol .

2,1

XAC is automatically cleared 0.4 microsecond after it is set.

While the sum of a base address in N and an index register in X is being formed

2,1
between PK™S and PK?Q, the X Adder carry circuit is forced into a "set" condition.
This causes the sum of an 18 bit number and its 18 bit ONE's complement to be all
ZEROS, rather than all ONES, if this sum should be formed. The computed address of
an operand, deferred address, or next instruction then becomes the first register
of the S Memory (address 0), rather sHan e lash register of the V Memory

(address 377 777 (octal)), when, for example, the base address is 000 OO4 and the
index is 777 773. The logic for obtaining this result simply uses the PK136 0.4
microsecond time level to set the X Adder carry circuit at the time that XAC would

ordinarily have been used to clear it.

It should also be noted that the N2 9 bit is presented as an input to the X Adder
only when no deferred address cycles are called for. When PI;, the input to the

X Adder from the N2 9 position is forced to appear as a ZERO.

OP REGISTERS REGISTER DRIVER LOGIC. The operation registers are PKIROP, QKIROP
and AKIROP. These registers are used during the process of interpreting an
operation code.

12-2.9.1 PKIROP REGISTER DRIVER LOGIC. This logic is shown on Fig. 12-15. The
contents of N, 3. 3.7 (OP bits) are jam-transferred into PKIR, at P,
Simultaneously the content of N 9 (hold bit) is transferred into PKIR, -
12-2.9.2 QKIRO REGISTER DRIVER LOGIC. This logic is shown on Fig. 12-16. The
e oa START
content of PKIROP is jam-transferred into QKIROP at QKQ when the QI

interlock permits the QK counter to start.

12-2.9.3 AKIROP REGISTER DRIVER LOGIC. This logic is shown on Fig. 12-17. There

are two paths over which information can be jammed into the AKIROP
register. The first path is from the N register. During an ACP instruc-

o
tion, the six bits in N2 € - .y 2¥e Jjam-transferred into AKIROP at PKTQ5

(providing that AK is in A% ot this time). The second path is from
the QKIROP

register. The content of QKIR is jam-transferred into AKIR
30 AK (0]
at QK; during QKIR ~ type instructions.

OoP
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Note that

the quarter is "active" when the controlling QKIRCF flip-flop is a ZERO,

and "latent" (i.e., not active) when the flip-flop is a ONE.

During AK

AKIR . -

information in QKIR

cycles, the quarter activity of the Arithmetic Element is defined by
Note that usually the information in AKIRCF?-M is a copy of the
CF7-4"
TABLE 12-4
al
AKIR o ACTIVITY (AKIR™i)
CF, CF_ CF
(CF, CFy CF )
1
X x &% 0Q ay
x x 0 x aé
1
x 0 x x a
3
1
0 x % x a),

12-6.3.1

EXTENDED ACTIVITY. Subwords can be defined in which not all the quarters
of the subword are active. These are referred to as partially active
subwords. An example of a partially active subword is given in Fig. 12-41.
In this example only one quarter of an 18 bit subword is active. Activity
extension is the process by which an entire subword is made active if the
subword is partially active, i.e., activity is extended into the inactive
(latent) quarters in the subword. When the subword form has an influence
upon the execution of an instruction, as in an ADD or MUL, the partially
active subwords are usually made fully active. This is done by nets

which extend the activity of quarters of a partially active subword to

all quarters of the subword. The result is that the subwords are either

wholly active or wholly inactive.

Activity is extended in preparation for sign extension operations in the
Exchange Element. Partially active subwords have inactive quarters filled

by the sign digits of active quarters.

Fig. 12-42 illustrates sign extension for all four subword forms. In
each case the second quarter is active. For an f, (36) subword form, the
activity is extended through the third and fourth quarters and then
around through the first quarter. For an f2 (18,18) subword form, the
activity is extended around through the first quarter. The subword
containing the third and fourth quarters are not influenced. For an f3
(27,9) subword form, the activity is extended through the third and fourth
quarters. The subword containing the first quarter is not touched. For

an fh (9,9,9,9) subword form, the activity cannot be extended since each

12-23
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Several observations can be made by looking at the individual terms for directly
and inversely permuting the quarters of E. First observe that most of the in-

. < : QK;lB QK135 QK;SB :
structions are included in the s and terms. However, while the
load and store type instructions go through QKllB and QK13B, they do not go

8
through QKl 6. Thus,gthe QKl86 term will include far fewer instructions than the
factor ANDed with QKl B. Note that, in most configured instructions, both an

inverse and direct permutation will occur.

CLEAR AND COMPLEMENT E REGISTER. These operations are involved in combination in
the process of sign extension (see Fig. 13-11). The logic involved in extending
the sign of an active quarter into the inactive quarters of a partially active
subword causes the inactive quarters to be cleared at Qtha. If the sign bit of
the active quarter is a ONE, the inactive quarters are then complemented at QK;MB.
The sign extension control term of the register driver logic includes factors which

take into account the activity and coupling involved in the instruction.

b
In the case of the COM instruction, the sign is extended &t QKl ﬁ, and then the
active quarters themselves are complemented at QKlSB. During an INS or ITA
instruction, the content of the entire E register is complemented as a basic step

in the execution of the instruction.

Earlier in the chapter, it was mentioned that the content of XA is copied into
E2,l at QKlla, during the execution of X Memory type instructions (RSX, ADX, EXX
or DPX). 1If the sign bit in XA (x2_9) is a ONE, B, 3 will be complemented at
QKlOB as part of the sign extension logic in the E ;egister. Effectively, the

content of the X register is extended to fill the E register.

Certain miscellaneous instructions require that the E register be cleared before

a data transfer into the E register can take place. This occurs:

1) For most instructions using QKlO in an operand cycle.
1
2 i <3 A
) As a preliminary step to N3.6 _ 3.1————-E3.6 - 3.17 during an IOS when

P}QRCFl is a ONE.

3) For all instructions involving the VfF Memory, except when the instruction
is placed in E.

4) As a preliminary step to placing data in E, during & deferred address
cycle.

5) As a preliminary step to placing the contents of Q in E, during a JMP

instruction when the PKIRCF bit is a ONE.
L

13-9






2)

3)

During the execution of an ITE instruction, the ZEROS of M are transferred
fo
into E at QK;3 , but not the ONES.

Broadside Transfers. A jam transfer from M to E will occur for most store

type instructions at QK?la and for most load type instructions at QK?sa.

o

COM, SPF, SPG or a TSD in the ASSEMBLY mode causes a jam transfer to
occur from M to E at QKl3a.
In addition to the above, a jam transfer from M to E occurs whenever the
VFF Memory is involved.

s ; K;la ;
Finally a jam transfer from M to E occurs at P during a deferred

address cycle.

"Exclusive or" Transfer between M and E Under Permuted Control. This

transfer occurs twice during an SED instruction. The second transfer has
the effect of restoring the E register to its original state because of

the logical characteristics of the "exclusive or".

13-3.2 ARITHMETIC ELEMENT TO E TRANSFERS. The register driver logic for these transfers

is shown in Fig. 13-8. Two cases exist: either the V__, Memory is or is not

13-3.3
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FF

involved in the instruction.

1)

2)

In the first case, if an instruction is stored in either the A, B, C or
D registers, the instruction word will be read into the E register at
PK;oa. Note that if the Arithmetic Element is busy, PK will not get to
PK;Oa until the AEB condition is satisfied. If an operand is stored in
the Arithmetic Element and that element is not busy, the operand will be
read into E at QKp3a.

The second case includes load and store type instructions involving the
Arithmetic Element registers. 1In the case of INS, ITA and UNA, data is

transferred specifically from the A register to the E register.

IOBM TO E TRANSFERS. During the execution of a TSD in the IN mode or during the

execution of an IOS when PKIRc

7 is a ONE, a jam transfer occurs from the selected
1

IOBMi (In-Out Buffer Mixer) to E. The register driver logic for this transfer is

shown in Fig. 13-9.

131






13-2.2 E TO M TRANSFERS. The register driver logic tabulated on Fig. 13-5 indicates the

March 1961

various conditions under which E to M transfers take place. The conditions are
determined by: the OP decoder class levels, which indicate in what instruction or
type of instruction the transfer occurs; the time levels, which determine when the
transfers occur; and the levels reflecting configuration control, sign extension

control, parity, alarm control, etc.

. Certain IOCM (In-Out Control Mixer) level logic associated with the TSD instruction

is found on Fig. 13-5. This logic is discussed in detail in Chapter 15. Fig..l3—h
summarizes the aspects of this logic that are important in the discussion that
follows. Note that only the IOCMIN logic (which indicates a TSD is transferring
data between the In-Out Element and the central compufer) is involved. Data may

be transferred in both the NORMAL and ASSEMBLY mode during a TSD., In the NORMAL
mode, data from the In-Out Element is transferred from E to M under configuration
control, while in the ASSEMBLY configuration control is not used. Instead the data
is cycled (shifted) one place to the right if an IOCMRIGHT level is present, or to
the left if, an IOCMRIGHT level is present, during the E to M transfer.

13-2.2.1 ﬁL’-Mﬂ 3,2,1° This clear pulse occurs whenever the parity alarm inhi-
225
bition is absent (MPA) and any one of the following three conditions is

satisfied:

1) The instruction is a TSD in the ASSEMBLY mode.
2) The instruction is an SKM and PKIRCF is a ONE. (Note that this
3

condition is not sufficient to clear Mh.lo')
3) All instructions having an operand cycle will normally clear the
M register at QKQ9G’ except those using the VfF Memory during
the operand cycle. Thus, TSD and SKM may clear the M register
twice during the QK cycle.
13-2.2.2 E —l—>M AND E-—l> M. Conditions 1 and 2 above, which cleared M at
CYL CYR
QKlBa, also cycle E into M at QKl9a. The only difference in the clear
and cycle logic is the parity alarm condition and the added control logic
for determining whether the shift is to the right or left. (See Fig.
13-6.)
13-2.2.3 E-—Ql}LD-M. There are three categories of conditions under which this

transfer takes ﬁlace:

1) Broadside Transfers. Certain types of instructions transfer the

ZEROS and ONES of all the quarters of E into the corresponding

quarters of M simultaneously. These instructions include FLF,

FLG, COM, and instructions involving the VFF Memory.

13-5






2)

3)

The following instructions may temporarily store data in the E register during a

PK cycle for reuse at a later time in the instruction:

108
JMP
JPX and JNX

Data may also be stored temporarily during deferred addressing (PK) and during a

change of sequence (CSK).

During the execution of the SPF, SPG, FLF and FLG (F Memory) instructions, the

FK counter initiates several data transfers in the Exchange Element.

13-2 M REGISTER (OPERAND MEMORY BUFFER)

Data is transferred into the M register from either the E register or the Memory Element.

There are no other transfer paths into the M register.

13-2.1 OPERAND MEMORY STROBE. Fig. 13-1 shows the logic involved in strobing a word out

March 1961

of the Memory Element. The strobe logic for M and N are similar and is covered in
greater detail in Chapter 11. The data may be transferred from a given memory

sense amplifier into either the M or N register. If an instruction word is involved,
it will be placed in the N register during a PK cycle. In the case of an operand,

the word is placed in the M register during a QK cycle.

The operand strobe pulse logic is shown in Fig. 13-2. This logic consists of an
operand memory selection level and a QK time level. The operand is strobed at
QK;lﬁ. In the case of the S Memory, the strobe pulse is routed through a "ripple"
delay line. Thus, although the pulse is initiated at QKlOB, it does not finish
strobing until QK;lB.

13-2.1.1 PARITY BIT (2.10). The parity bit is read out of memory into the M
register along with the other operand bits. However, it is not written

into memory with the other M register bits.

Before the content of the M register is written into memory, the parity
of the word in the M register is computed. The output of the compute
parity circuit is written into memory in place of the Mé 10 bit. Once

the M register is cleared, the original parity bit is permanently lost.

During a normal load type instruction, the output of the check parity
circuit will be equal to the M2 10 bit if there is no read error. However,
if a bit of the word is lost during the memory strobe, a parity alarm
flip-flop (MPAL) will be set, since the check parity will not equal the
value of the M2.1o bit in this case.

13-3
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Logical Sum (or "partial add"): A ® D — A
Accumulated logical product (carry): C + (A * D) — = C
Suppose that a DSA is executed with the following data:

Before Processing Data

61 0 1 1 D
0 1 1 0o 1 A Operand Data
0 0 0 0 O (e

The DSA instruction leaves the D register unaltered and the A and

C with the following results:

After Processing Data

01 0 1 1 D
6 01 X2 o A Result
01 0 o0 1 ¢C

ASK TYPE INSTRUCTIONS. These instructions are characterized by an operation or

series of operations which (somewhere in the execution of the instruction) are

repeated a finite number of times. The usual function of the ASK counter is to

keep track of the number of iterations. Because of this iterative characteristic,
the execution of the instruction generally requires considerably more than the

usual instruction time.

COUNT IN D TYPE INSTRUCTIONS. This subclass is made up of the MUL and DIV in-
struction. In these instructions all the Arithmetic Element registers are used as

well as the Y and Z flip-flops.

14-2.5.1 MULTIPLICATION. In this instruction, the multiplicand, which is the
operand from memory, is loaded into D. The multiplier is the data left

in A from a previous instruction.

Early in the execution of the instruction, the multiplier is transferred
from A into B and A is then cleared. ‘There then begins an iteration of
"partial add - multiply step" cycles. It is the function of the ASK
counter to see that the correct number of iterations occur. The actual

number depends on the size of the subwords used, i.e., on the fracture.

1k-9






The effect on the Arithmetic Element registers of following the PAD
described above with an MS (multiply step) is as follows:

After MS

» [T111]
¢ [E110]

4 [00071] B

This process is iterated the correct number of times and then the carries
CRY )

Note that this complete carry is performed only once during the execution

left in C are absorbed into the A register by a carry pulse (

of the MULtiply instruction. At the end of the instruction, AB contains
the product. The major half of the product (most significant bits) is in
A and the minor half of the product (least significant bits) is in B.

The fracture (f) specified in the MULtiply instruction determines the AB
subword length. The AB possibilities are shown in the table on Fig. 1b4-3.
For example, if an f, (18,18) fracture is specified, two independent
products will be formed if there is more than one active subword ‘involved.
A 36 bit product will be contained in Ah - A3 - Bh - B3 with Ah the sign
quarter. At the same time, a 36 bit product will be formed in A2 - A1 -

B2 - Bl with A2 the sign quarter. However, in the case of f3 (27,9), the

9 bit subword product will not be correctly generated.* The f) (9,9,9,9)

form must be used to obtain the correct product in the right quarter.

14-2.5.2 DIVISION. In this instruction, the divisor, which is the operand, is
loaded into D. The dividend is the data left in AB from a previous
instruction. The major half of the dividend is located in A and the
minor half of the dividend is located in B. The dividend must have the
same form as the product left by a MUL.

The C register is used to keep track of the carries involved in the

partial adds, Jjust as in MULtiplication.
At the end of the DIVide instruction, the A register contains the signed

quotient and the B register contains the signed remainder. The sign logic

is based on the following simple algebra:

* At the moment the ASK counter can be used for only one subword length at a time. A modification

will be made so that ASK can count both for 27 and 9 bit subwords simultaneously.
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D [010 000 001] ASK = 171

PAD A [1131 111 111

CRY AB J111 111 111) “f111 111 o11]

This process is repeated. Note that in the next iteration, the sign of
A is the same as the sign of D, therefore D is complemented. This is
done so that the PAD pulse always adds terms of unlike signs, i.e., a

subtraction always takes place. Thus,

p [101 111 110] ASK = 172
PAD A Jo10 000 000]
CRY AB [100 000 001] [T11 110 110]
Again the process is repeated. In the next partial add, D, is

i.9

"carried" into A because a final "fix up" pad is executed on the basis

of the sign bit in A being ZERO (i.e., positive). Thus,

b J101 113 1190] ASK = 002
A (111 111 111]
A [111 111 111] [To0 o000 000]

A and B are now interchanged, so that the quotient is now in A and the

remainder is in B.

AB 100 000 000] (111 111 111

Up to this point both Y and Z have been in the ZERO state. Several

things now occur simultaneously:
1) Since Z is ZERO, B is complemented.
2). Since Z = Y, A is not complemented.

3) Since A, 9 is ONE, Z is set to ONE (indicating an overflow).
i

Thus,

. AB[ioo 000 000] fooo o000 000]
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March 1961

1h-2.6.2

In the case of the right subword, shifting right should fill up the
left end of the subword with ZEROS, if the sign bit is ZERO and ONES if
the sign bit is 1. Shifting the sign bit (A2.9) into the left end
(AQ.B) accomplishes just this result.’

Now consider Case 2. Here the overflow indicators Zh and Z2 have
both been left set to ONE by the previous instruction, i.e., an over-
flow has occurred. The overflow has caused an error in the sign, there-
fore the sign must be complemented before the data is shifted. The
mechanics of the instruction are then the same as in Case 1. The ONES
in Zh and Z2 are cleared to ZERO by the SAB instruction, since the

overflow is taken care of by the instruction.

Fig. 14-7 shows an example of a CYcle AB instruction (CAB) in which the
same operand, data, fracture and overflow conditions are used as were
used in the SAB example. The example illustrates the basic differences

between the two types of instructions.

In the case of CAB, the entire subword is shifted in a closed ring.

The sign bits are given no special treatment. In Case 2, in which the
overflow indicators have been set to ONE by a previous instruction,

the CAB instruction does not affect and is not affected by the state of
the Z flip-flops.

In both SCale and CYcle instruction ASK performs no useful function
during the execution of the instructions. It simply is indexed once
each time a shift occurs. The number of shifts which take place are

determined by the D counter.

NOA AND NAB. These instructions take the data left in A or AB and
multiply it by that positive or negative power of 2 required to make
the value of the data lie between 1/2 and 1. The sign quarter of D
counts the number of shifts to the left or right required to do this.
Effectively, the number of shifts to the left required is subtracted
from the sign quarter of the operand brought from memory and placed in
D.

In this instruction ASK prevents unlimited shifting from occurring when

A or AB contains all ZEROS or all ONES.

Overflows are handled exactly as they were in the SAB instruction

previously described.
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The following truth table shows all the possible effects of the Multiply Step

operation on the A and C register:

Before MS After MS

A, . c. . A, c._.
1-(3+1) i ij e
0

H O H Ofr
o H B O}
H O O O|#

0
kS
1

Note that Ai'j and Ci'j are never both left in the ONE state by the Multiply

Step operation.

From the arithmetic point of view, the partial addition logic adds the contents
of A and D bitwise, leaving the carries in the C register. No inter-bit logic
occurs in this partial addition. The Multiply Step operation performs a partial
addition between the content of the C register (i.e., the carries left in the C
register) and the content of the A register. The carries from this partial
addition are placed in the C register and the content of the A register are

shifted to the right.

14-3.3 D REGISTER COUNTER. Fig. 14-15 shows the operation of the D register counter.
As pointed out earlier, the D register is always preset to a negative number and
then counts up to a negative zero, i.e., all ONES. The counter logic says that
Di 3 will not be complemented unless all the bits to the right of Di'j (e,
D the rough D . are ONES.

i1 gh D, (y4))

14-3.4 SHIFTING OPERATION. Fig. 1L-16 shows the circuitry arrangement for shifting left

and right. The A register shift circuits are shown in Fig. 14-16 (the B register

shift circuits are similar in arrangement).

The shift circuits must have sufficient flexibility to accommodate all the possible
fractures and instructions. To provide this flexibility, the quarters are designed
with "shift coupling units" at the ends. The shift operation involves a bit-wise

jem transfer.

Note that the shift right circuitry has a coupling unit at the left end. This
unit determines what bit (if any) will have its content shifted into Ai-9 when
the L§E§-A pulse is fired. There are eight possible transfer paths into Ai'9:
By oy —F— Ai'9 (K =1, 2, 3, 4) and (in AB type coupling) By,  —3» Ai-9
(K =1, 2, 3, 4). Which of the eight possibilities used is determined by the
fracture and the instruction. The coupling unit contains the necessary logical

circuityry for making the decision.
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14-4 ARITHMETIC ELEMENT LEVEL LOGIC

This section will discuss the interpretation of the control information found in the

AKIROP and AKIRCF registers. It will also discuss in detail some of the special level

logic nets found in the Arithmetic Element. For example, the logic details of the shift

and carry circuits will be examined.

1h-4.1 AKIROP AND AKTIR _ REGISTERS. The Arithmetic Element receives instruction control

March 1961

CF

commands for AK type instructions from the AKIR P and AKIRCF registers. These

registers are actually located in the Program Eiement. Chapter 12 describes how
the AKIROP and AKIRCF registers ére set up. This chapter discusses the decoding
of these registers. Note that AK type instructions which use the Arithmetic
Element are controlled by QKIROP and QKIRCF. These two registers are also dis-

cussed in Chapter 12.

1b-k.1.1 AKIR 1, DECODING. The AKIROP register is decoded into AKIR§§ levels by
1st level decoders. Fig. 14-18 shows the names of the decoded lines.

Fig. 14-19 shows how OP decoders in turn combine the outputs of the lst
level decoders to generate OP code lines. TFor example, AKIRDIV is
generated by a net that ANDs AKIR7X and AKIRX7. Note that not all the
Arithmetic Element instructions are decoded in this way, e.g., SUB (77)
is decoded, but ADD (67) is not.

Still another set of levels is generated in the AKIR decoding process

oP
by class decoder nets. These class levels group the Arithmetic Element
instructions by common characteristics. For example, one level can be

used to indicate a class of instructions in which shifting takes place.

Fig. 14-20 tabulates the logic used to generate the class levels. The
significance of these levels will become apparent when the logic which
uses them is discussed. For reference purposes, a brief description of

each class level is given below:

AKIRSH - is generated when any one of the CYcle or SCale
instruétions is specified. These instructions shift data
in A, B or AB as specified by the sign quarters of the

operand in D.

AKIRSHA AND AKIRS

necessary condition for their generation is that shifting

HB SH

- are both subclasses of AKIR The

occur in register A or B, respectively. Note that if
SH SHA
either CAB or SAB is specified, both AKIR , AKIR and

AKIRSHB are generated.

1h-21






AQOP "
AKTR - 1is generated whenever an undefined AOP instruction is

specified. Note that currently the defined AOP instructions are
limited to the Arithmetic Element instructions, hence the same

OCSA 5
logic that generates AKIR % also generates AKIRAOP

1h-b.a1.2 AKIRCF DECODING. The AKIRCF register is decoded to generate fracture

(£) and activity (a) levels. Bits AKIR . determine the activity,
7-4
and bits AKIRCF determine the fracture. The table on Fig. 14-21
9-8
shows the AKIRCF decoding. Note that a quarter is activated by an a}
= 1

level and that the a; level is in turn generated by an associated

AKIRO level.
CFJ

Fracture decoders use the a's and f's as inputs to generate Roman
numeral levels. The unsubscripted Roman numerals (RN) indicate the
sign quarter of a subword which contains at least one active quarter.
For example, II indicates that quarter 2 is a sign quarter and that it

is part of a subword which is at least partially active.

The subscripted Roman numerals (RNi)Vindicate that the i-th quarter is
active under a certain special condition. This condition is that the
i-th quarter is part of a subword whose sign quarter is given by the
Roman numeral. For example, IVl indicates that quarter 1 is active and

is part of a subword which has quarter 4 as its sign quarter.

A pictorial representation of these Roman numeral levels is shown in

Fig. 14-21. The conditions for generating these levels are:

Roman Numeral I. The only occasion when quarter 1 is the leftmost
quarter of a subword which contains at least one active quarter is
when quarter 1 itself is the subword. Thus, T = Il. (Note this
same argument makes III = III3.) I is generated in both the f3

(27,9) and 1), (9,9,9,9) fractures when quarter 1 is active
1
(a])-

Roman Numeral II. A threefold possibility exists: either the

first quarter is active and there is an f, (18,18) fracture, or
the second quarter is active and there is an f2 (18,18) or fh
(9,9,9,9) fracture.

Roman Numeral IIT and IV. The logic here is similar to that

1
described for I and II. Note that IVu = ah.
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Fig. 1&-30 gives the anticipatory logic for generating the '—0—0 AEP level. The
first term in this logic is concerned with the NOrmalize instructions. In these
instructions the data in the subword is shifted until thé value of the data lies
between 1/2 and 1, i.e., the left-most bits in the sign quarter must be 01 or 10.
If the sign quarter contains neither all ZEROS nor all ONES, the greatest number
of shifts that can occur before the data is normalized is eight. For example,

suppose the subword contains the following data:

SIGN QUARTER
[fIi1i1110 | XXXXXXXXX]

If a NOrmalize instruction is executed, after seven shifts the data will be

normalized, i.e., the sign quarter will look as follows:

[10XXXXXXX]

The example just given was a "worst condition" case. The data to be normalized

might have been:

[110XXXXXX]

In this case only one shift is required to normalize the data.

Note that if the sign quarter is quafter 1, then a Roman numeral I will be
generated, and it is necessary to know only that this quarter does not contain
all ZEROS or all ONES to know that a maximum of seven shifts will occur before

the data is normalized.

In the case where the subword contains the following data,

SIGN QUARTER
[Tz1721111311 [ 111110XXX]|

0
six shifts occur before the |O—QAEP level is generated. AEP  then indicates
that a maximum of seven additional shifts will follow before the data is fully

normalized.

The second term in the Lo——o AFP logic is concerned with the SH instructions
(i.e., CYcle and SCale). Since the D counter always counts up to zero from some
negative value in these instructions, it is always possible to know how long the
count will take to complete from an arbitrary but predetermined counter state.
LAD is used as the reference evenf in the count. LADi anticipates how long it
will take to complete the count in the i-th quarter of D. If a Roman numeral II
is generated, we are interested in the LAD2 level, etc. The logic here is very

similar to that for the NOR instructions.

1Lh-27
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1L
In the SH type instructions (CYcle and SCale), counting is initiated at AK, 3
Overflow control occurs at AK; 3 and then AK counts on to AKi e The najor

portion of the counting in D then occurs in AKé 5

In the TLY instruction, D counts the ONES that appear in the sign bit of A at
AKé , 88 the subvord is cycled (rotated).
During the NOrmalize instructions, D counts, i.e., continues to normalize, as

long as Ai = Ai g This equality is indicated by the ¢ (sigma) levels.

9
Note that ASK can override the D counters by forcing AK into a new time state
even though the D counter register driver logic is not satisfied. D then stops

counting, even though the FDi levels are not generated.

A REGISTER SHIFT RD LOGIC. (See Fig. 14-34). During a TLY instruction, shifting
to the right occurs in all the active quarters of A. The shift decision is

independent of any fracture considerations.

During a NOrmalize type instruction, the active quarters of a subword are shifted
to the right if the Z flip-flop in the sign quarter of the subword indicates an
overflow. Note that there are three possibilities that can cause a shift right
to occur in A.

Zl O Quarter 1 is active and is also the sign quarter. Zi L
indicates that quarter 1 is part of a subword in which an

overflow condition exists.

Z; : II1 Quarter 1 is active and the sign quarter is quarter 2. Z; d II1
indicates that quarter 1 is part of a subword in which an over-
flow condition exists.

Zi - IVl Quarter 1 is active and the sign quarter is in gquarter L,

Zi . IV1 indicates that quarter 1 is part of a subword in which

an overflow condition exists.

The shift right logic for the other quarters of A during NOrmalize type instruc-
tions is similar to that just described. The shift left decision is made if
A, 5 = A, g @s indicated by the o~ (sigma) levels.

. is

~

# l £
Note that if there is to be a shift right it will occur at AK, X At the com-

pletion of the shift right, Ai 9 % Ai 8 (see Fig. 14-43 for the NOR logic that
complements Ai 9 at AKé 2), therefore the o~ (sigma) levels will be absent and
no shift left will occur at AKa L

14-29


















14-5.13

14-5.14

March 1961

Now consider the balance of the ¢ logic. Remember that AKIRADD covers both the
ADD and SUB instructions. In a SUB instruction the active quarters of D are
complemented at AKé,g' At AKé.9, the active quarters of the subword in D are
complemented in the ADD and SUB instruction, if the sign of the subword at this

time does not equal Y, i.e., Yi # Di Note that in SUB D is complemented twice;

9’

whereas in ADD D is complemented just once.

In the DIV instruction, the data in the D register is always made opposite in
sign to the data in the A register before the partial addition occurs, i.e., D
is complemented if Di = Ai at AKé o* Remember that the PAD pulse is fired

.9 .9
off both at AKl and AKl . Therefore, D is complemented at AKl
B.3 B.9 1 .9

as part of the sign control logic

for the same
reason. Finally, D is complemented at AKa 11

55 Yl # Di 9° This makes the sign of D equal to its original value.

1

I
In the MUL instruction the D register is complemented at AK; 5 if the subword in
2 1 )
D is negative, i.e., if Yi. The D register is complemented again at AKa 9 it

Yi in order to restore D to its original value.

E—w» A, B, C AND D RD CONTROL. (See Fig. 14-45). The only way that data can
be placed in the A, B, C and D registers in the Arithmetic Element is via the
Exchange Element, more specifically via the E register. This occurs in the

following situations:

1) During LD type instructions, when the A, B, C or D registers are

21
specified, the transfer occurs at QK .

2) TIn the execution logic of the ITA and UNA instructions, the data found

230

in E at QK 3 is transferred into the A register.

3) If a STORE instruction involving the VFF Memory specifies one of the
Arithmetic Element registers, data is transferred from E into the

230
register at QK 3 .

As we saw earlier in the chapter the data that is transferred from Ei 9 into

Di 9 is also transferred by the same register driver pulse into Yi.

A—3-» B AND B —5—» ARD CONTROL. (See Fig. 1L4-L6). Note that these
transfers are of the jam type. They occur in the MUL and DIV instruction under

the following circumstance:
1) One of the first things that happens in a MUL instruction is that the

data in the active quarters of A (left from a previous instruction) is

1L
transferred into the corresponding quarters of B. This occurs at AKa 1
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15-4.2 CONTROL FLIP-FLOPS. These flip—flops'determine the logical operation of the

15-4.3

March 1961

In-Out unit. The standard In-Out control flip-flops are:

C (Connect Flip-Flop). The In-Out unit is logically connected to the

computer by setting the C flip-flop to ONE. This is done by an I0S
"connect” instruction. Cl gates the RAISE FLAG signals and, usually,
certain other signals such as those caused by the Equipment Inability
Alarm (EIA) flip-flop and the MISINDication flip-flop being set.
Almost all In-Out units have a connect flip-flop.

ST (STatus Flip-Flop). When this flip-flop is set to ONE, it is

permissible for the computer to perform a TSD in the unit's program
sequence. The STatus flip-flop is set to ONE by the In-Out unit
generating a "completion pulse", indicating that the unit is ready

for another TSD. Almost all In-Out units have a STatus flip-flop.

EIA (Equipment Inability Alarm Flip-Flop). This flip-flop is set to

ONE as a result of some difficulty such as overheating, low paper
supply, etc., in the associated In-Out unit. Not all units have an
ETA flip-flop.

MISIND (MISINDication Flip-Flop). This flip-flop is only found in

free-running units such as the Magnetic Tape unit. When MISIND is
set to ONE, it indicates that the unit is getting ahead of the

computer, i.e., a line of data has been missed by the computer.

‘M (Maintenance Circuit). This is not a flip-flop, but rather a circuit

which may include a manually operated maintenance switch. A "fail- safe"
design has been incorporated in the circuit, so that an M (Maintenance)'
level is geperated when any one of several conditions occur. Thus an
M level is generated when the switch is open, the unit is not powered
or the unit is physically disconnected. The transition of this level

does not have to be synchronized.

SYNCHRONIZER. Normally when an In-Out unit has completed its cycle, it will
generate a completion pulse. This pulse indicates that the unit is ready for the
central computer to execute another TSD. These completion pulses occur
asynchronously, since in many cases they occur as a function of the mechanical
cycle of the data conversion device itself.‘ The central computer synchronizes
these asynchronous events by means of IOI clock pulses and a synchronizer. As

we shall see later in the chapter, the output of the synchronizer becomes the
synchronous RAISE FLAG signal that is transmitted to the central computer. The
function of the synchronizer is to insure that the In-Out buffer state will not

change until the central computer has completed its communication with the buffer.
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